What is a Stack?

A Stack is a linear data structure that follows the **LIFO (Last-In-First-Out)** principle. Stack has one end, whereas the Queue has two ends (**front and rear**). It contains only one pointer **top pointer** pointing to the topmost element of the stack. Whenever an element is added in the stack, it is added on the top of the stack, and the element can be deleted only from the stack. In other words, a ***stack can be defined as a container in which insertion and deletion can be done from the one end known as the top of the stack.***

Some key points related to stack

* It is called as stack because it behaves like a real-world stack, piles of books, etc.
* A Stack is an abstract data type with a pre-defined capacity, which means that it can store the elements of a limited size.
* It is a data structure that follows some order to insert and delete the elements, and that order can be LIFO or FILO.

Working of Stack

Stack works on the LIFO pattern. As we can observe in the below figure there are five memory blocks in the stack; therefore, the size of the stack is 5.

Suppose we want to store the elements in a stack and let's assume that stack is empty. We have taken the stack of size 5 as shown below in which we are pushing the elements one by one until the stack becomes full.

![DS Stack Introduction](data:image/png;base64,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)

Since our stack is full as the size of the stack is 5. In the above cases, we can observe that it goes from the top to the bottom when we were entering the new element in the stack. The stack gets filled up from the bottom to the top.

When we perform the delete operation on the stack, there is only one way for entry and exit as the other end is closed. It follows the LIFO pattern, which means that the value entered first will be removed last. In the above case, the value 5 is entered first, so it will be removed only after the deletion of all the other elements.

Standard Stack Operations

**The following are some common operations implemented on the stack:**

* **push():** When we insert an element in a stack then the operation is known as a push. If the stack is full then the overflow condition occurs.
* **pop():** When we delete an element from the stack, the operation is known as a pop. If the stack is empty means that no element exists in the stack, this state is known as an underflow state.
* **isEmpty():** It determines whether the stack is empty or not.
* **isFull():** It determines whether the stack is full or not.'
* **peek():** It returns the element at the given position.
* **count():** It returns the total number of elements available in a stack.
* **change():** It changes the element at the given position.
* **display():** It prints all the elements available in the stack.

PUSH operation

**The steps involved in the PUSH operation is given below:**

* Before inserting an element in a stack, we check whether the stack is full.
* If we try to insert the element in a stack, and the stack is full, then the ***overflow*** condition occurs.
* When we initialize a stack, we set the value of top as -1 to check that the stack is empty.
* When the new element is pushed in a stack, first, the value of the top gets incremented, i.e., **top=top+1,** and the element will be placed at the new position of the **top**.
* The elements will be inserted until we reach the ***max*** size of the stack.
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POP operation

**The steps involved in the POP operation is given below:**

* Before deleting the element from the stack, we check whether the stack is empty.
* If we try to delete the element from the empty stack, then the ***underflow*** condition occurs.
* If the stack is not empty, we first access the element which is pointed by the ***top***
* Once the pop operation is performed, the top is decremented by 1, i.e., **top=top-1**.
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Applications of Stack

**The following are the applications of the stack:**

* **Balancing of symbols:** Stack is used for balancing a symbol. For example, we have the following program:

1. **int** main()
2. {
3. cout<<"Hello";
4. cout<<"javaTpoint";
5. }

As we know, each program has *an opening* and *closing* braces; when the opening braces come, we push the braces in a stack, and when the closing braces appear, we pop the opening braces from the stack. Therefore, the net value comes out to be zero. If any symbol is left in the stack, it means that some syntax occurs in a program.

* **String reversal:** Stack is also used for reversing a string. For example, we want to reverse a "**javaTpoint**" string, so we can achieve this with the help of a stack.  
  First, we push all the characters of the string in a stack until we reach the null character.  
  After pushing all the characters, we start taking out the character one by one until we reach the bottom of the stack.
* **UNDO/REDO:** It can also be used for performing UNDO/REDO operations. For example, we have an editor in which we write 'a', then 'b', and then 'c'; therefore, the text written in an editor is abc. So, there are three states, a, ab, and abc, which are stored in a stack. There would be two stacks in which one stack shows UNDO state, and the other shows REDO state.  
  If we want to perform UNDO operation, and want to achieve 'ab' state, then we implement pop operation.
* **Recursion:** The recursion means that the function is calling itself again. To maintain the previous states, the compiler creates a system stack in which all the previous records of the function are maintained.
* **DFS(Depth First Search):** This search is implemented on a Graph, and Graph uses the stack data structure.
* **Backtracking:** Suppose we have to create a path to solve a maze problem. If we are moving in a particular path, and we realize that we come on the wrong way. In order to come at the beginning of the path to create a new path, we have to use the stack data structure.
* **Expression conversion:** Stack can also be used for expression conversion. This is one of the most important applications of stack. The list of the expression conversion is given below:
* Infix to prefix
* Infix to postfix
* Prefix to infix
* Prefix to postfix

Postfix to infix

* **Memory management:** The stack manages the memory. The memory is assigned in the contiguous memory blocks. The memory is known as stack memory as all the variables are assigned in a function call stack memory. The memory size assigned to the program is known to the compiler. When the function is created, all its variables are assigned in the stack memory. When the function completed its execution, all the variables assigned in the stack are released.

Array implementation of Stack

In array implementation, the stack is formed by using the array. All the operations regarding the stack are performed using arrays. Lets see how each operation can be implemented on the stack using array data structure.

Adding an element onto the stack (push operation)

Adding an element into the top of the stack is referred to as push operation. Push operation involves following two steps.

1. Increment the variable Top so that it can now refere to the next memory location.
2. Add element at the position of incremented top. This is referred to as adding new element at the top of the stack.

Stack is overflown when we try to insert an element into a completely filled stack therefore, our main function must always avoid stack overflow condition.

**Algorithm:**

1. begin
2. **if** top = n then stack full
3. top = top + 1
4. stack (top) : = item;
5. end

**Time Complexity : o(1)**

implementation of push algorithm in C language

1. **void** push (**int** val,**int** n) //n is size of the stack
2. {
3. **if** (top == n )
4. printf("\n Overflow");
5. **else**
6. {
7. top = top +1;
8. stack[top] = val;
9. }
10. }

Deletion of an element from a stack (Pop operation)

Deletion of an element from the top of the stack is called pop operation. The value of the variable top will be incremented by 1 whenever an item is deleted from the stack. The top most element of the stack is stored in an another variable and then the top is decremented by 1. the operation returns the deleted value that was stored in another variable as the result.

The underflow condition occurs when we try to delete an element from an already empty stack.

**Algorithm :**

1. begin
2. **if** top = 0 then stack empty;
3. item := stack(top);
4. top = top - 1;
5. end;

**Time Complexity : o(1)**

Implementation of POP algorithm using C language

1. **int** pop ()
2. {
3. **if**(top == -1)
4. {
5. printf("Underflow");
6. **return** 0;
7. }
8. **else**
9. {
10. **return** stack[top - - ];
11. }
12. }

Visiting each element of the stack (Peek operation)

Peek operation involves returning the element which is present at the top of the stack without deleting it. Underflow condition can occur if we try to return the top element in an already empty stack.

**Algorithm :**

PEEK (STACK, TOP)

1. Begin
2. **if** top = -1 then stack empty
3. item = stack[top]
4. **return** item
5. End

**Time complexity: o(n)**

Implementation of Peek algorithm in C language

1. **int** peek()
2. {
3. **if** (top == -1)
4. {
5. printf("Underflow");
6. **return** 0;
7. }
8. **else**
9. {
10. **return** stack [top];
11. }
12. }

**C program**

1. #include <stdio.h>
2. **int** stack[100],i,j,choice=0,n,top=-1;
3. **void** push();
4. **void** pop();
5. **void** show();
6. **void** main ()
7. {
9. printf("Enter the number of elements in the stack ");
10. scanf("%d",&n);
11. printf("\*\*\*\*\*\*\*\*\*Stack operations using array\*\*\*\*\*\*\*\*\*");
13. printf("\n----------------------------------------------\n");
14. **while**(choice != 4)
15. {
16. printf("Chose one from the below options...\n");
17. printf("\n1.Push\n2.Pop\n3.Show\n4.Exit");
18. printf("\n Enter your choice \n");
19. scanf("%d",&choice);
20. **switch**(choice)
21. {
22. **case** 1:
23. {
24. push();
25. **break**;
26. }
27. **case** 2:
28. {
29. pop();
30. **break**;
31. }
32. **case** 3:
33. {
34. show();
35. **break**;
36. }
37. **case** 4:
38. {
39. printf("Exiting....");
40. **break**;
41. }
42. **default**:
43. {
44. printf("Please Enter valid choice ");
45. }
46. };
47. }
48. }
50. **void** push ()
51. {
52. **int** val;
53. **if** (top == n )
54. printf("\n Overflow");
55. **else**
56. {
57. printf("Enter the value?");
58. scanf("%d",&val);
59. top = top +1;
60. stack[top] = val;
61. }
62. }
64. **void** pop ()
65. {
66. **if**(top == -1)
67. printf("Underflow");
68. **else**
69. top = top -1;
70. }
71. **void** show()
72. {
73. **for** (i=top;i>=0;i--)
74. {
75. printf("%d\n",stack[i]);
76. }
77. **if**(top == -1)
78. {
79. printf("Stack is empty");
80. }
81. }

**Java Program**

1. **import** java.util.Scanner;
2. **class** Stack
3. {
4. **int** top;
5. **int** maxsize = 10;
6. **int**[] arr = **new** **int**[maxsize];

9. **boolean** isEmpty()
10. {
11. **return** (top < 0);
12. }
13. Stack()
14. {
15. top = -1;
16. }
17. **boolean** push (Scanner sc)
18. {
19. **if**(top == maxsize-1)
20. {
21. System.out.println("Overflow !!");
22. **return** **false**;
23. }
24. **else**
25. {
26. System.out.println("Enter Value");
27. **int** val = sc.nextInt();
28. top++;
29. arr[top]=val;
30. System.out.println("Item pushed");
31. **return** **true**;
32. }
33. }
34. **boolean** pop ()
35. {
36. **if** (top == -1)
37. {
38. System.out.println("Underflow !!");
39. **return** **false**;
40. }
41. **else**
42. {
43. top --;
44. System.out.println("Item popped");
45. **return** **true**;
46. }
47. }
48. **void** display ()
49. {
50. System.out.println("Printing stack elements .....");
51. **for**(**int** i = top; i>=0;i--)
52. {
53. System.out.println(arr[i]);
54. }
55. }
56. }
57. **public** **class** Stack\_Operations {
58. **public** **static** **void** main(String[] args) {
59. **int** choice=0;
60. Scanner sc = **new** Scanner(System.in);
61. Stack s = **new** Stack();
62. System.out.println("\*\*\*\*\*\*\*\*\*Stack operations using array\*\*\*\*\*\*\*\*\*\n");
63. System.out.println("\n------------------------------------------------\n");
64. **while**(choice != 4)
65. {
66. System.out.println("\nChose one from the below options...\n");
67. System.out.println("\n1.Push\n2.Pop\n3.Show\n4.Exit");
68. System.out.println("\n Enter your choice \n");
69. choice = sc.nextInt();
70. **switch**(choice)
71. {
72. **case** 1:
73. {
74. s.push(sc);
75. **break**;
76. }
77. **case** 2:
78. {
79. s.pop();
80. **break**;
81. }
82. **case** 3:
83. {
84. s.display();
85. **break**;
86. }
87. **case** 4:
88. {
89. System.out.println("Exiting....");
90. System.exit(0);
91. **break**;
92. }
93. **default**:
94. {
95. System.out.println("Please Enter valid choice ");
96. }
97. };
98. }
99. }
100. }

**C# Program**

1. using System;
3. **public** **class** Stack
4. {
5. **int** top;
6. **int** maxsize=10;
7. **int**[] arr = **new** **int**[10];
8. **public** **static** **void** Main()
9. {
10. Stack st = **new** Stack();
11. st.top=-1;
12. **int** choice=0;
13. Console.WriteLine("\*\*\*\*\*\*\*\*\*Stack operations using array\*\*\*\*\*\*\*\*\*");
14. Console.WriteLine("\n----------------------------------------------\n");
15. **while**(choice != 4)
16. {
17. Console.WriteLine("Chose one from the below options...\n");
18. Console.WriteLine("\n1.Push\n2.Pop\n3.Show\n4.Exit");
19. Console.WriteLine("\n Enter your choice \n");
20. choice = Convert.ToInt32(Console.ReadLine());
21. **switch**(choice)
22. {
23. **case** 1:
24. {
25. st.push();
26. **break**;
27. }
28. **case** 2:
29. {
30. st.pop();
31. **break**;
32. }
33. **case** 3:
34. {
35. st.show();
36. **break**;
37. }
38. **case** 4:
39. {
40. Console.WriteLine("Exiting....");
41. **break**;
42. }
43. **default**:
44. {
45. Console.WriteLine("Please Enter valid choice ");
46. **break**;
47. }
48. };
49. }
50. }
52. Boolean push ()
53. {
54. **int** val;
55. **if**(top == maxsize-1)
56. {
58. Console.WriteLine("\n Overflow");
59. **return** **false**;
60. }
61. **else**
62. {
63. Console.WriteLine("Enter the value?");
64. val = Convert.ToInt32(Console.ReadLine());
65. top = top +1;
66. arr[top] = val;
67. Console.WriteLine("Item pushed");
68. **return** **true**;
69. }
70. }
72. Boolean pop ()
73. {
74. **if** (top == -1)
75. {
76. Console.WriteLine("Underflow");
77. **return** **false**;
78. }
80. **else**
82. {
83. top = top -1;
84. Console.WriteLine("Item popped");
85. **return** **true**;
86. }
87. }
88. **void** show()
89. {
91. **for** (**int** i=top;i>=0;i--)
92. {
93. Console.WriteLine(arr[i]);
94. }
95. **if**(top == -1)
96. {
97. Console.WriteLine("Stack is empty");
98. }
99. }
100. }

# Linked list implementation of stack

Instead of using array, we can also use linked list to implement stack. Linked list allocates the memory dynamically. However, time complexity in both the scenario is same for all the operations i.e. push, pop and peek.

In linked list implementation of stack, the nodes are maintained non-contiguously in the memory. Each node contains a pointer to its immediate successor node in the stack. Stack is said to be overflown if the space left in the memory heap is not enough to create a node.
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The top most node in the stack always contains null in its address field. Lets discuss the way in which, each operation is performed in linked list implementation of stack.

## **Adding a node to the stack (Push operation)**

Adding a node to the stack is referred to as **push** operation. Pushing an element to a stack in linked list implementation is different from that of an array implementation. In order to push an element onto the stack, the following steps are involved.

1. Create a node first and allocate memory to it.
2. If the list is empty then the item is to be pushed as the start node of the list. This includes assigning value to the data part of the node and assign null to the address part of the node.
3. If there are some nodes in the list already, then we have to add the new element in the beginning of the list (to not violate the property of the stack). For this purpose, assign the address of the starting element to the address field of the new node and make the new node, the starting node of the list.

**Time Complexity : o(1)**

![DS Linked list implementation stack](data:image/png;base64,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)

### C implementation :

* 1. **void** push ()
  2. {
  3. **int** val;
  4. struct node \*ptr =(struct node\*)malloc(sizeof(struct node));
  5. **if**(ptr == NULL)
  6. {
  7. printf("not able to push the element");
  8. }
  9. **else**
  10. {
  11. printf("Enter the value");
  12. scanf("%d",&val);
  13. **if**(head==NULL)
  14. {
  15. ptr->val = val;
  16. ptr -> next = NULL;
  17. head=ptr;
  18. }
  19. **else**
  20. {
  21. ptr->val = val;
  22. ptr->next = head;
  23. head=ptr;
  25. }
  26. printf("Item pushed");
  28. }
  29. }

## **Deleting a node from the stack (POP operation)**

Deleting a node from the top of stack is referred to as **pop** operation. Deleting a node from the linked list implementation of stack is different from that in the array implementation. In order to pop an element from the stack, we need to follow the following steps :

* 1. **Check for the underflow condition:** The underflow condition occurs when we try to pop from an already empty stack. The stack will be empty if the head pointer of the list points to null.
  2. **Adjust the head pointer accordingly:** In stack, the elements are popped only from one end, therefore, the value stored in the head pointer must be deleted and the node must be freed. The next node of the head node now becomes the head node.

**Time Complexity : o(n)**

### C implementation

* 1. **void** pop()
  2. {
  3. **int** item;
  4. struct node \*ptr;
  5. **if** (head == NULL)
  6. {
  7. printf("Underflow");
  8. }
  9. **else**
  10. {
  11. item = head->val;
  12. ptr = head;
  13. head = head->next;
  14. free(ptr);
  15. printf("Item popped");
  17. }
  18. }

## **Display the nodes (Traversing)**

Displaying all the nodes of a stack needs traversing all the nodes of the linked list organized in the form of stack. For this purpose, we need to follow the following steps.

* 1. Copy the head pointer into a temporary pointer.
  2. Move the temporary pointer through all the nodes of the list and print the value field attached to every node.

**Time Complexity : o(n)**

### C Implementation

* 1. **void** display()
  2. {
  3. **int** i;
  4. struct node \*ptr;
  5. ptr=head;
  6. **if**(ptr == NULL)
  7. {
  8. printf("Stack is empty\n");
  9. }
  10. **else**
  11. {
  12. printf("Printing Stack elements \n");
  13. **while**(ptr!=NULL)
  14. {
  15. printf("%d\n",ptr->val);
  16. ptr = ptr->next;
  17. }
  18. }
  19. }

### Menu Driven program in C implementing all the stack operations using linked list :

* 1. #include <stdio.h>
  2. #include <stdlib.h>
  3. **void** push();
  4. **void** pop();
  5. **void** display();
  6. struct node
  7. {
  8. **int** val;
  9. struct node \*next;
  10. };
  11. struct node \*head;
  13. **void** main ()
  14. {
  15. **int** choice=0;
  16. printf("\n\*\*\*\*\*\*\*\*\*Stack operations using linked list\*\*\*\*\*\*\*\*\*\n");
  17. printf("\n----------------------------------------------\n");
  18. **while**(choice != 4)
  19. {
  20. printf("\n\nChose one from the below options...\n");
  21. printf("\n1.Push\n2.Pop\n3.Show\n4.Exit");
  22. printf("\n Enter your choice \n");
  23. scanf("%d",&choice);
  24. **switch**(choice)
  25. {
  26. **case** 1:
  27. {
  28. push();
  29. **break**;
  30. }
  31. **case** 2:
  32. {
  33. pop();
  34. **break**;
  35. }
  36. **case** 3:
  37. {
  38. display();
  39. **break**;
  40. }
  41. **case** 4:
  42. {
  43. printf("Exiting....");
  44. **break**;
  45. }
  46. **default**:
  47. {
  48. printf("Please Enter valid choice ");
  49. }
  50. };
  51. }
  52. }
  53. **void** push ()
  54. {
  55. **int** val;
  56. struct node \*ptr = (struct node\*)malloc(sizeof(struct node));
  57. **if**(ptr == NULL)
  58. {
  59. printf("not able to push the element");
  60. }
  61. **else**
  62. {
  63. printf("Enter the value");
  64. scanf("%d",&val);
  65. **if**(head==NULL)
  66. {
  67. ptr->val = val;
  68. ptr -> next = NULL;
  69. head=ptr;
  70. }
  71. **else**
  72. {
  73. ptr->val = val;
  74. ptr->next = head;
  75. head=ptr;
  77. }
  78. printf("Item pushed");
  80. }
  81. }
  83. **void** pop()
  84. {
  85. **int** item;
  86. struct node \*ptr;
  87. **if** (head == NULL)
  88. {
  89. printf("Underflow");
  90. }
  91. **else**
  92. {
  93. item = head->val;
  94. ptr = head;
  95. head = head->next;
  96. free(ptr);
  97. printf("Item popped");
  99. }
  100. }
  101. **void** display()
  102. {
  103. **int** i;
  104. struct node \*ptr;
  105. ptr=head;
  106. **if**(ptr == NULL)
  107. {
  108. printf("Stack is empty\n");
  109. }
  110. **else**
  111. {
  112. printf("Printing Stack elements \n");
  113. **while**(ptr!=NULL)
  114. {
  115. printf("%d\n",ptr->val);
  116. ptr = ptr->next;
  117. }
  118. }
  119. }